Verification of a Control Program for a Line Tracing Robot using UPPAAL Considering General Aspects
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Abstract - The demand for embedded systems have increased in our society. Ensuring the safety properties of these systems has also become important. Model checking is a technique to ensure such systems. Our target is formal verification of hybrid systems which contain both continuous and discrete behaviors. For the goal, we have studied properties of a line tracing robot built using LEGO Mindstorms with a control program written in LeJOS. We have already presented verification of safety properties of a control program for the application using model checker UPPAAL. In the previous study, we were in a preliminary stage and set limitations. In this presentation, we extend our previous study. In general, a real course can be expressed in combinations of straight and arc courses. First, we verify properties of the same control program for arc courses. Next, in case of the line tracer can not keep track, we analyze turning angle using counter examples. Above-mentioned two approaches are necessary from the standpoint of design phase.
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1 INTRODUCTION

The demand for embedded systems have increased in our society. In these circumstances, it is important to ensure safety properties of embedded systems. Formal methods are mathematical based techniques for verification and development. Model checking is one of formal methods and is widely used in order to ensure properties. Model checking techniques take model and logical formula as their input. Given a model that represents a system under consideration, model checking automatically determines whether or not the model satisfies a given property by exhaustively searching for the state space of the model.

There are various kinds of model checking techniques. Most model checking techniques are based on the finite state machine. For example, a conventional model checking is based on Kripke structure and only deals with discrete variables. However, some embedded systems require time properties in their specification. Several models have been proposed to deal with such real-time systems. One of such approaches is the timed automaton [1]. Timed automaton uses clock variables which range over real numbers. Therefore, timed automaton model can naturally represent the behavior of real-time systems. One of major verifier for timed automaton is UPPAAL [2] in which extended timed automata is used to construct models. UPPAAL can deal with bounded integer variables and guard expressions on transitions which allow expressions of constraints on variables.

Embedded systems sometimes consist of continuous and discrete dynamics. Such systems are called hybrid systems [3]. We are motivated to verify the behavior of embedded control systems. Especially if these embedded systems are considered to be hybrid systems. For the goal, we have presented verification of safety property of a control program for a line tracing robot using model checker UPPAAL. In the previous study, we were in a preliminary stage and set limitations. For example, we only considered a straight line as a course.

In this study, we extend our previous study. First, we verify that the same control program can trace an arc course. This is because a real course can be expressed in combination of straight and arc courses. Therefore, verifying the tracer for arc courses should be important to show applicability of model checking. Next, if the line tracer is not able to run along an arc course, we analyze turning angle using counter examples. Above-mentioned approaches will be useful to check performance properties in the design phase.

The roadmap of this paper is as follows. Sec. 2 outlines the foundations of our work and briefly describe our previous study. Sec. 3 show specification of a line tracer, and its implementation is described in Sec 4. Then, formal models used in verification are described in Sec. 5. Verification results are presented in Sec. 6, and Sec. 7 offers some discussion of these results. Finally, Sec. 8 provides a concluding summary and outline our future work.

2 PRELIMINARIES

In this section, we outline the background to our work and briefly show our previous study.

2.1 Model Checking

Model checking [4] is an automatic formal verification technique. Given a model that represents a system under consideration, and a logical formula that represents a property to be verified, model checking automatically determines whether or not the model satisfies a given property by exhaustively searching for the state space of the model. There are various kinds of model checking depending on expressive power.
of model and logical formula. In this study, we use timed automata to express models and Computation Tree Logic (CTL) for formulas. We use a model checker UPPAAL which takes timed automata as models and CTL formulas as property.

2.1.1 Timed Automata

A timed automaton is an extension of the conventional automaton with clock variables and constraints for expressing real-time dynamics. These are widely used in the modeling and analysis of real-time systems.

Definition 1 (constraints) We use the following constraints on clocks.

1. \( C \) represents a finite set of clocks.
2. Constraints \( c(C) \) over clocks \( C \) are expressed as inequalities in the following BNF (Bacchus Naur Form).

\[
E ::= x \sim a \mid x - y \sim b \mid E_1 \land E_2,
\]

where \( x, y \in C, \sim \in \{\leq, <, =\}, \) and \( a, b \in \mathbb{R}_{\geq 0}, \) in which \( \mathbb{R}_{\geq 0} \) is a set of all non-negative real numbers.

Time constraints are used to mark edges and nodes of the timed automata and for describing the guards and invariants.

Definition 2 (timed automaton) A timed automaton \( \mathcal{A} \) is a 6-tuple \((A, L, l_0, C, T, I)\), where

- \( A \): a finite set of actions;
- \( L \): a finite set of locations;
- \( l_0 \in L \): an initial location;
- \( C \): a finite set of clocks;
- \( T \subseteq L \times c(C) \times A \times 2^C \times L \) is a set of transitions. The second and fourth items are called a guard and clock resets, respectively; and
- \( I : L \rightarrow c(C) \) is a mapping from location to clock constraints, called a location invariant.

A transition \( t = (l_1, g, a, r, l_2) \in T \) is denoted by \( l_1 \twoheadrightarrow_{a,g,r} l_2 \).

A map \( v : C \rightarrow \mathbb{R}_{\geq 0} \), is called a clock assignment (or clock valuation). We define \((v + d)(x) = v(x) + d \) for \( d \in \mathbb{R}_{\geq 0} \) and some \( x \in C \).

For guards, resets and location invariants, we introduce some notation for clock valuations. For each guard \( g \in c(C) \), a function \( g(v) \) stands for the valuation of the guard expression \( g \) with the clock valuation \( v \). For each reset \( r \), where \( r \in 2^C \), we introduce a function denoted by \( r(v) \), and let \( r(v) = v(x \mapsto 0), x \in r \). For each location invariant \( I \), we shall introduce a function denoted by \( I(l)(v) \), which stands for the valuation of the location invariant \( I(l) \) of location \( l \) with the clock valuation \( v \).

The dynamics of a timed automaton may be expressed via a set of states and their evaluations. Changes from one state to a new state may as a result of either the firing of an action or an elapsed time.

Definition 3 (state of a timed automaton) For a given timed automaton \( \mathcal{A} = (A, L, l_0, C, T, I) \), let \( S = L \times \mathbb{R}_{\geq 0} \) be the complete set of states of \( \mathcal{A} \), where \( \mathbb{R}_{\geq 0} \) is a complete set of clock evaluations on \( C \).

The initial state of \( \mathcal{A} \) can be given as \((l_0, 0^C) \in S \). For a transition \( l_1 \twoheadrightarrow_{a,g,r} l_2 \), the following two transitions are semantically defined. The first one is called an action transition, while the latter one is called a delay transition.

\[
l_1 \twoheadrightarrow_{a,g,r} l_2, g(v), I(l_2)(r(v)) \quad \forall d' \leq d \quad I(l_1)(v + d') \\
(l_1, v) \not\xrightarrow{\cdot} (l_2, v)
\]

The semantics of a timed automaton can be interpreted as a labeled transition system.

Definition 4 (semantics of a timed automaton) For a timed automaton \( \mathcal{A} = (A, L, l_0, C, T, I) \), an infinite transition system is defined according to the semantics of \( \mathcal{A} \), where the model begins with the initial state. By \( \mathcal{T}(\mathcal{A}) = (S, s_0, \Xi) \), the semantic model of \( \mathcal{A} \) is denoted, where \( a \in A \cup \mathbb{R}_{\geq 0} \).

Definition 5 (run of a timed automaton) For a timed automaton \( \mathcal{A} \), a run \( \sigma \) is finite or infinite sequence of transitions of \( \mathcal{T}(\mathcal{A}) \).

\( \sigma = (l_0, v_0) \not\xrightarrow{\cdot} (l_1, v_1) \not\xrightarrow{\cdot} (l_2, v_2) \not\xrightarrow{\cdot} \ldots \)

2.1.2 Computation Tree Logic

In model checking, properties are written as logical formulas. Computation Tree Logic (CTL) [5] is a temporal logic suited to dealing with such formulas. Using CTL we are able to describe properties relating to behaviors of a program for a line tracer robot.

Let \( \mathcal{AP} \) be a set of atomic propositions. The syntax of CTL is defined as follows:

\[
\varphi ::= \bot \mid T \mid p \mid \neg \varphi \mid \varphi \lor \varphi \mid \varphi \land \varphi \mid \varphi \rightarrow \varphi \mid A X \varphi \mid E X \varphi \mid A Y \varphi \mid E Y \varphi \mid A [c] \varphi \mid E [c] \varphi \mid A [E v_1 \cup v_2] \varphi \mid E [E v_1 \cup v_2] \varphi,
\]

where \( p \) is an atomic proposition in \( \mathcal{AP} \). The symbols \( \bot, T, \neg, \lor, \land \) and \( \rightarrow \) have their usual meanings. The symbols \( X \) (“next”), \( \square \) (“eventually”), \( \Delta \) (“globally”), and \( U \) (“until”) are temporal operators. The symbols \( A \) (“always”) and \( E \) (“exists”) are path quantifiers. Intuitively, temporal operators represent statements of a path, and path quantifiers represent statements on one or more paths which are branching forwards from a state. In a CTL formula, temporal operators are preceded by a path quantifier. Due to space limitation, we omit semantics. Please refer to Emerson [5] for details of the semantics of CTL.

For example, a safety property that “variable \( x \) is less than 10 for all paths” is written as a CTL formula \( A \square (x < 10) \).

2.1.3 UPPAAL

UPPAAL [2], is a popular model checker for extended timed automata. It supports model checking for both conventional and timed automata. UPPAAL allows verification of expressions described in an extended version of CTL. Note that, a property to be verified is called a query in the field of verification of timed automata. Given a model and a query,
UPPAAL checks whether or not the model satisfies the query. If the query does not hold, UPPAAL returns a counter example. A counter example is a run of the model, and presents sequence of locations that query does not hold. In addition, UPPAAL supports local and global integers and primitive operations on integers, such as addition, subtract and multiplication with constants. Such expressions are also allowed on the guards of transitions. System models can be created from multiple timed automata which are synchronized via a CCS (Common-Channel Signaling)-like synchronization mechanisms. An important point is that, with the exception of clocks, the extended timed automaton used in UPPAAL cannot deal with real valued variables. We, therefore, have to round real values to integer values when we model the target systems.

2.2 Results from a Previous Study

In this subsection, we briefly mention about our previous study [6], [7]. The question at the core of our research is formal verification of embedded systems as hybrid systems. For that goal, our first step is verifying time-related properties of a real embedded application using UPPAAL. We set our application to a line tracing robot constructed by LEGO Mindstorms [8] with a control program written in Java base language LeJOS [9].

We presented verification of safety properties of the program for line tracing robot in terms of design verification. In the verification, we constructed two models expressed by timed automata, one for the control program and one for the motion control depending to the course. To construct these models, it is required that behaviors have to be modeled in discrete steps except for time clock. Sampling and quantization techniques are applied for the purpose. We showed experimental results of verification and presented model checking has power to check behaviors. We considered time-delay in the verification. However, the study was in preliminary stage because we set some limitations, such as no disturbance and handling only straight lines. Even limitations were set, we think that our previous study showed applicability of model checking for verifying real embedded systems.

3 SPECIFICATION

The whole system of line tracer consists of two parts; courses and a line tracer. We describe specifications in this section.

3.1 Course

For a line tracer robot, a course is a black line painted on white ground. Assume that course width $w$ is constant. In general, a real course can be expressed in combination of straights and arcs. We verified that our control program can trace a straight course in our previous study. Therefore, we consider arc courses in this study. An arc course is expressed by radius $r$ and central angle $\alpha$.

3.2 Line Tracer

A line tracer is a vehicle which traces a course. In this study, we fix a line tracer that consists of a body, two motors, and two color sensors. Figure 1 illustrates the relationships between constants and state variables. Table 1 summarizes state variables associated with the line tracer. Additionally, $\mathbf{l_0s}$ and $\mathbf{r_0s}$ are vectors from the gravity center $\mathbf{(x, y)}$ to left sensor and right sensor, respectively.

A color sensor can discriminate colors. In this study, we assume that read value of the color sensor is two-valued, black and white, by setting threshold. Then the line tracer reads colors of the course using two color sensors, and determines its motion by changing left or right wheel speeds. Table 2 shows the controller logic associated with read values of two color sensors. If, for example, the left sensor and the right sensor sense white and black respectively, then the line tracer will "turn right". This is done by setting left wheel speed to high speed $HS$ and right wheel speed to low speed $LS$. Note that there are delays in sensors and actuators, for example sleeping time before next sense-act loop and motor reaction.
4 IMPLEMENTATION

LEGO Mindstorms NXT [8] is a kit for assembling robots and machines with various actuators and sensors. The default programming language for LEGO NXT is Mindstorms, but there are other languages such as NX (Not eXactly C) [10] and LeJOS [9] which supply various classes for NXT sensors and actuators. We use LeJOS for making the control program of the tracer. This is because Mindstorms is GUI based language and does not suit for modeling. Instead, LeJOS is Java based language and is easier to construct models from a program.

Figure 2 shows our implemented controller program written in LeJOS. In this research, we use the same program used in our previous study mentioned in Sec. 2.2. Then, we try to verify that the program can trace arc courses.

5 MODEL

The line tracer system described in Sec. 3 is converted into two models; Controller model and Motion model. We introduce these models in this section.

Both Controller model and Motion model are expressed in timed automata. However, most of the state variables used in a line tracer have real values, and UPPAAL can only handle integer variables except for clock. Therefore, it is required to approximate state variables for discrete values to construct models in timed automata. We presented approximation of the state variables by applying sampling and quantization techniques in our previous study. In this study, we use the same models. Please refer papers [6], [7] for detail information of discretization techniques. Note that, we have modeled in the relative scale in this study. Therefore, units are not specified.

5.1 Controller Model

Controller model is a timed automaton which represents controller program for the line tracer. Fig. 3 shows Controller model which corresponds to the implementation in Sec. 3. Please refer to Table 1 which summarizes variables used in Controller model.

As described in Sec. 3, Controller decides motor speeds according to the four possible combinations of read values of the two color sensors. From the initial location represented as double circle, there are four transitions. Each of the transition corresponds to a pair of real value of sensors.

5.2 Motion Model

Motion model is a timed automaton which represents motions of the line tracer’s coordinates of the gravity center and read values of color sensors. The line tracer keep on moving while the control program does not work because of delay or sleep time. Therefore, coordinates of center should be updated as independent of the Controller model to express behavior of the tracer. Fig. 4 shows the timed automaton which updates states variables at regular, discrete time intervals. The automaton of Motion model periodically calls functions updateX, updateY, updateTheta, up-

```java
import lejos.nxt.*;
public class Controller {
    public static void main(String[] args)
    throws Exception {
        int rid,lid;
        final int HS = 420, LS = 120, BLACK = 7,
                    MS = 360, HSEC = 500;
        Color colorR ,colorL;
        ColorSensor sensorR =
            new ColorSensor(SensorPort.S3);
            // 1(S3):right
        ColorSensor sensorL =
            new ColorSensor(SensorPort.S4);
            // 2(S4):left
        Motor motor = new Motor();
        motor.B.setSpeed(MS);
        motor.C.setSpeed(MS);
        Thread.sleep(HSEC);
        // wait for devices to be stable
        motor.B.forward();
        motor.C.forward();
        while (true) {
            rid = sensorR.getColorID();
            lid = sensorL.getColorID();
            if (lid == BLACK
                && rid != BLACK) {
                motor.C.setSpeed(LS);
                motor.B.setSpeed(HS);
            } else if (lid != BLACK
                        && rid == BLACK) {
                motor.C.setSpeed(HS);
                motor.B.setSpeed(LS);
            } else if (lid == BLACK
                        && rid == BLACK) {
                motor.C.setSpeed(LS);
                motor.B.setSpeed(LS);
            } else if (lid != BLACK
                       && rid != BLACK) {
                motor.C.setSpeed(HS);
                motor.B.setSpeed(HS);
            }
            if (Button.readButtons() == Button.ENTER.getId())
                break;
        }
    }
}
```

Figure 2: Controller Program in LeJOS
dateLSensor, and updateRSensor which update state variables x, y, \( \theta \), lid and rid, respectively. Note that, lid and rid are two-valued variables associated with read values of the sensors.

Read values of sensors depend on the coordinates of gravity center, the angle of the line tracer, and the course. Gravity center and angle are expressed by integer variables in this model. It is also required discretely handling of the course. There will be two methods for handling. First one is quantization, mapping the continuous course to discrete values. Second one is equation representation, the course is expressed in a formula. In this study, we adopt the second method. Let \((s_x, s_y)\) be the coordinates of left or right sensor. Then, the read value of the sensor is decided to be black if \((s_x, s_y)\) satisfies the following formula. Otherwise, the read value is decided to be white.

\[
\left( r - \frac{w}{2} \right)^2 \leq s_x^2 + s_y^2 \land s_x^2 + s_y^2 \leq \left( r + \frac{w}{2} \right)^2
\]

where \( r \) is radius of a circle course, and \( w \) is line width.

6 EXPERIMENTAL RESULTS

described in Sec. 5. In this section, we verify correctness of the control program. Verifications were performed using UPPAAL 4.0.13 running on Windows 7 (64 bit), Intel Core i5-2400, 3.10GHz, with 8GB memory.

6.1 Verification of Specification

A line tracer is expected to trace a course. First, we verify whether or not the controller program satisfies the property. Therefore, what we need to verify is, i) the tracer runs along the course within a certain range, and ii) the tracer keeps on taking its route, i.e., does not get stuck.

To verify these requirements, we need to fix some initial values. Let initial values be as follows.

- coordinates of gravity center \((x, y) = (r, 0)\)
- direction of the tracer \( \theta = 90^\circ \)
- width of the course \( w = 100 \)

In addition, we set the following values associated with the tracer.

- half width of the tracer \( lw = 60 \)
- distance between center and a sensor \( ds = \|\vec{los}\| = 180 \)
- high / low wheel speeds \( HS = 12, LS = 6 \)
- sensing interval is 1, and sensing delay is 1

Note that, sensing interval and sensing delay are modeled as an unit time of UPPAAL. It should be also noted that the parameters used in verification are not the same as those used in implementation.

We then check the correctness of the line tracer by verifying the following queries.

1. \( \forall t \left( \text{firstquadrant} \rightarrow \text{inrange} \right) \)
   where firstquadrant is \( x \geq 0 \land y \geq 0 \), inrange is \( \left( r - \frac{w}{2} - ds \right)^2 \leq x^2 + y^2 \land x^2 + y^2 \leq \left( r + \frac{w}{2} + ds \right)^2 \), and \( ds \) is a distance between center and a sensor, i.e., \( ds = \|\vec{ros}\| = \|\vec{los}\| \).

2. \( \exists t \left( x < 0 \land y > 0 \right) \)
Query 1 represents that the gravity center of the tracer is always located within a certain range, \( w/2 + ds \), from the line in the first quadrant. Note that we consider the gravity center \((x, y)\) in this query, therefore \( ds \) is added to the allowable distance from the course. Here, target domain is limited to the first quadrant, because if the whole area is set to be a target, state explosion problem occurs. In addition, even if the target area is restricted, query 1 can not be verified because of the state explosion problem.

To solve these problems, we slightly modified Motion model. We added a new location named STOP to Motion model. If the gravity center goes outside the first quadrant, then transit to the location STOP. This modification works on verification of query 1. Instead, we also have to modify query 1 considering the new location STOP. New query 1 is as follows.

\[
1'. \, A\Box (\text{firstquadrant} \rightarrow \text{inrange} \lor M.\text{STOP})
\]

where \( M \) is the variable name for Motion model in UPPAAL and \( M.\text{STOP} \) represents the location STOP in Motion model.

It is easily understand that the verification result for query 1’ depends on the radius of the arc course. We verified query 1’ by changing radius \( r \). As a result, query 1’ holds if \( r \geq 277 \) and does not hold if \( r \leq 266 \).

Query 2 is reachability checking that the line tracer eventually reaches to the second quadrant. This query is necessary to check behavior of the tracer, because query 1 only describe the distance from the course and does not describe movement. It makes no sense to check query 2 if query 1’ does not hold. According to the above-mentioned results for query 1’, we verified query 2 for \( r \geq 277 \). Then, we obtain verification results that query 2 holds for \( r \geq 277 \).

Ideally, conjunction of the two queries should be verified at once. Unfortunately, UPPAAL does not allow nesting of path quantifiers in a formula. Therefore we verified the queries one by one. However, when we consider both two queries together, it is possible to judge whether or not the tracer satisfies the specification. Note that, we verified dependency of radius by hand, but it is possible to be automated by generating UPPAAL model.

### 6.2 Analysis of Turning Angle

It is easily understand that verification results of query 1’ depend on wheel speeds of the tracer. For example, if the tracer moves slowly, it will be able to keep on tracing longer. However, verification results of query 1’ and query 2 do not describe distance from the initial position.

We calculate turning angle of the tracer by analyzing counter examples of query 1’ for various wheel speeds. For that purpose, high wheel speed \( HS \) and low wheel speed \( LS \) are changed into \( HS' = C_{ms} HS \) and \( LS' = C_{ms} LS \) where \( C_{ms} \) is a coefficient. Then, we verify query 1’ for some \( C_{ms} \). When the query does not hold, we obtain a counter example which consists of a sequence of locations in evidence. UPPAAL has a function to generate the shortest trace as a counter example. By analyzing the counter example, it is possible to calculate the coordinate where the tracer turns off from the course. As an example, if radius \( r \) be fixed to 250. This is because that we know the tracer is not able to keeps on track in the first quadrant from the verification results in Sec. 6.1. Then, we think about intersection of the course and orbit of the tracer. Let the intersection be \( P \), coordinates of before turning off be \( Q \) and \( Q' \), intersection \( P \) for \( r \). As a result, \( PQ = \frac{d}{2} = \frac{w}{2} + ds \). Then, we obtain verification results for query 2 holds for \( r \geq 277 \).

Ideally, conjunction of the two queries should be verified at once. Unfortunately, UPPAAL does not allow nesting of path quantifiers in a formula. Therefore we verified the queries one by one. However, when we consider both two queries together, it is possible to judge whether or not the tracer satisfies the specification. Note that, we verified dependency of radius by hand, but it is possible to be automated by generating UPPAAL model.

### 7 DISCUSSION

In this section, we discuss our experiments and future work.

#### 7.1 Discussion on the Experiments

We briefly return to our basic focus on our research question. We are motivated to know applicability of formal ver-
In this study, we divided the circle course into an arc course, the first quadrant, because of the state explosion problem. Here, we consider possibility of verification for tracing the entire route of the circle. To tackle this problem, straightforward modeling seems unsuited according to the verification results in Sec. 6. To reduce the size of state space, one possibility is applying abstraction techniques such as data mapping and predicate abstraction. Another possibility will be combination of theorem proving and model checking.

Experimental results combined with our previous study, behavior of a line tracer is verified based on specification and a control program. We think our verification results indicate usefulness of model checking. However, there are still problems remained to verify real embedded system. One problem is scalability. Through our studies, parameters used in verification are not the same as those used in implementation and differ from LEGO Mindstorms kit in size. However, we believe that our parameter settings are acceptable to show applicability of model checking. The reason why we adjust parameters is the state explosion problem. If we set parameters as the same as real used values, the size of state space becomes too large, and model checker cannot respond in a reasonable time or it exhausts its available memory. This problem is widely known in the field of model checking.

Another problem is that we are not yet consider effects of errors and distributions. When we think of real embedded system, behaviors of the systems are disordered by disturbances or errors. It is natural that disturbances and error probabilistically occur. However, timed automaton is not suited for probabilistic event. Here, we give a little more thought to the tracer constructed by LEGO Mindstorms as a real embedded system. It is reported in [11] that motor speed of LEGO Mindstorms kit is approximately proportional to the parameter, but has error. Through this study, we have tried to handle errors associated with wheel speeds. We assumed that wheel speed includes a certain amount of error. If such error exists, errors are cumulated and make an impact on the position of the tracer. We confirmed that such errors affect to the result of verification. Unfortunately, we have not yet obtained systematic results.

### 7.2 Related Work

In this section, we briefly describe related work on formal verifications associated with control engineering.

One of similar researches is verification of real-time control program using UPPAAL [12]. In this paper, the authors constructed a brick sorter system using LEGO RCX and wrote control programs in Not Quite C (NQC). The paper presents verification of safety and liveness properties by automatic translation from the control program into UPPAAL models. Through the research, abstraction and reduction techniques are applied to construct discrete models from continuous systems. This approach is similar to ours, however, the brick sorter system is essentially a discrete system even though it contains time dependencies.

As with many control systems, a line tracer can be considered as a hybrid system by describing their movements using differential equations and their control programs in discrete time. It is generally accepted that real embedded systems are too big to fully verify. Therefore, it is usual to focus on important behaviors. As an example of hybrid approaches, paper [13] described the verification of the behaviors of a line tracer by constructing a model using hybrid I/O automata and correctness proofs. In that paper, the authors presented verification of safety property, that is, a line tracer should move along a straight line and never run off. However, the authors noted that some time details, such as time delay between two motors, were not considered.

In verification of robotics, a survey of model checking of the control system of NASA robotics systems is reported [14]. In this survey, the authors summarize various techniques for verification and show verification of a robot control system. Safety and liveness properties are verified, but these properties were not related to continuous dynamics. Even though the survey does not cover the handling of continuous dynamics, it is a good resource. As a similar area, the verification of a real vehicle is presented [15]. Even though our aim is the verification of continuous systems, our approach in reflects those above, i.e., conversion to timed automata using quantization and sampling.

### Table 3: Speed Dependency and Turning Angle \((r = 250)\)

<table>
<thead>
<tr>
<th>(C_{ms})</th>
<th>(Q)</th>
<th>(Q')</th>
<th>(P)</th>
<th>(\alpha) (deg)</th>
</tr>
</thead>
<tbody>
<tr>
<td>1/2</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>90 &lt;</td>
</tr>
<tr>
<td>2/3</td>
<td>(214, 428)</td>
<td>(213, 435)</td>
<td>(213.7, 429.8)</td>
<td>63.6</td>
</tr>
<tr>
<td>1</td>
<td>(262, 394)</td>
<td>(262, 405)</td>
<td>(262.0, 402.2)</td>
<td>56.9</td>
</tr>
<tr>
<td>2</td>
<td>(310, 360)</td>
<td>(314, 384)</td>
<td>(310.9, 365.7)</td>
<td>68.5</td>
</tr>
<tr>
<td>3</td>
<td>(310, 336)</td>
<td>(213, 396)</td>
<td>(310.9, 365.7)</td>
<td>68.5</td>
</tr>
<tr>
<td>4</td>
<td>(306, 306)</td>
<td>(213, 384)</td>
<td>(310.9, 365.7)</td>
<td>68.5</td>
</tr>
</tbody>
</table>

![Figure 5: Orbit of the Tracer, Intersection, and Turning Angle](image)
8 CONCLUSION

In our previous study, we have verified that a line tracer runs along a straight line. In this research, we used the same control program for the tracer and showed the same models can keep track on arc courses. These are verified using UP-PAAL with timed automata and logical formulas. We also presented that if the tracer cannot run from the first quadrant to the second quadrant, it is possible to calculate turning angle by analyzing counter examples.

We hope to extend this study to the analysis of more real embedded systems including disturbances and errors. To that purpose, expressive power of timed automaton is not sufficient as described in Sec. 7. We plan to express models in probabilistic timed automata (PTAs). We also intend to use the latest version of probabilistic model checker PRISM [16] which supports PTAs.

Another direction of future work includes a PID controller (proportional-integral-derivative controller), which is a widely used feedback control system. We used simple specification to control the line tracer, but PID control is widely used in control systems and control engineering. When PID control is applied to a line tracer, it enables smooth motion. However, PID control is essentially hybrid system, which continuous and discrete dynamics are mixed with time progression. Several approaches have been proposed to handle hybrid systems. One of these approach is hybrid automata [17] which is a formal model for describing discrete-continuous systems.
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