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Abstract – In the real world, multiple tasks that people 
conduct in their daily lives are often interrupted. In 
particular, when multiplexed interruptions occur while 
people are conducting tasks, they often forget to complete 
tasks that they were in the midst of accomplishing, prior to 
such numerous interruptions. It would be possible for people 
to accomplish such multiple tasks more efficiently if 
information and communication technologies (ICT) were 
leveraged to assist and support them in completing their 
tasks. 

We have been proposing a “task-driven device ensemble 
system”, which employs a user’s handheld mobile device 
linked with various electronics devices available in the 
user’s surroundings, to support execution of user tasks. We 
have expanded on this system to enable seamless execution 
of user tasks even when faced with multiple interruptions of 
such tasks. This paper provides an overview of requirements 
of our proposed system, and describes a prototype system 
we implemented, in addition to describing a sample case 
study of how the system can support retailers with their task 
execution. We also evaluate usability and practicality of our 
proposed system. Our qualitative and quantitative evaluation 
results verify that our proposed system satisfies the 
following targeted requirements and objectives, thus 
demonstrating that the system is sufficient for practical use. 
 
Keywords: device ensemble, UPnP, task-driven, 
multiplexed interruptions, human centric 

1 INTRODUCTION 

We are currently conducting R&D in “Human-Centric 
Computing”, in which information and communication 
technologies (ICT) subtly and unobtrusively support users, 
without the need for explicit user-operation. In the real 
world, depending on the users’ real-time situations, users are 
often interrupted while they are in the midst of 
accomplishing various tasks in their daily lives – at times, if 
such interruptions are multiplexed, users may forget to 
complete some of those tasks. 

For instance, it is reported that today’s knowledge 
workers experience task interruptions on the order of every 
4 to 11 minutes [1]. In addition, as illustrated in a hospital 
scenario in Ref. [2], nurses are assigned numerous patients 
and must complete routine tasks. However, if a nurse is 
interrupted during a task, while bearing in mind the priority 
of various tasks, the nurse is required to complete a 

multitude of tasks within limited time – if ICT could be 
leveraged to assist them in task management, nurses would 
have more time to focus on the tasks themselves as their 
core duties, thereby helping to prevent medical malpractice. 

We have been proposing a “task-driven device ensemble 
system”, which employs the users’ handheld mobile devices 
such as smartphones, linked with electronic devices readily 
available in user surroundings, to enable greater efficiencies 
for task execution by individuals. In view of the 
aforementioned, the primary issue is how well the task-
driven device ensemble system can handle multiplexed task 
interruption. 

This paper describes a newly designed task-driven device 
ensemble system that operates seamlessly even with 
multiplexed task interruptions.  The remainder of this paper 
is comprised as follows: 

In Chapter 2 we describe related work.  In Chapter 3, we 
present the concept of task-driven device ensemble systems, 
and our proposed newly designed task-driven device 
ensemble system. In Chapter 4, to evaluate usability of our 
proposed task-driven device ensemble system, we describe a 
prototype system that supports store clerks at retailers for 
consumer electronics and home appliances. In Chapter 5, we 
verify the results of our usability and performance 
evaluations. Chapter 6 describes our conclusion and future 
works. 

2 RELATED WORK 

There is already a considerable body of research 
addressing human behavioral support that is dependent on 
a person’s context, or context-aware navigation systems 
[3]–[13], as well as research related to device collaboration. 
At the same time, very little work has been conducted on 
the two fields in combination. 

Examples of work on context-aware navigation systems 
or human behavioral support are as follows: “Task-based 
mobile service navigation system” [3] employs a task 
model that analyzes real-world problems, thereby making 
it possible to search for service provider sites when a user 
specifies a task. iHospital [4] instantaneously supports 
business tasks in the real world. By providing hospital staff 
with Bluetooth-enabled communications units so that they 
can determine the location of other staff, and by sharing 
each other’s status using mobile phones equipped with 
messaging capabilities, they are able to quickly respond to 
emergency surgeries. Wieland et al. [5] proposes and 
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describes the implementation of a system for creating 
workflows based on sensor-detected contexts. WTAS [6] 
models tasks using a Petri net and decides which task 
should be performed based on the user’s context as 
ascertained using wearable sensors. Once a task is decided, 
information such as maps is provided to support the 
execution of the task. Most of these papers focus on how to 
acquire the user’s context and leverage it in supporting the 
user’s tasks. Although these papers share the same 
objective as our work in this paper, they do not involve the 
linking of devices. 

There have been a number of works addressing device 
collaboration [14]-[20], particularly using Universal Plug 
and Play (UPnP) [21], such as the following examples: 
Mets et al. [14] describes a context-aware multimedia 
management system for the home environment using UPnP. 
All content is integrated in a way that prevents the user 
from being aware of its location, and the MediaRenderer 
[22] closest to the user is automatically selected. Gashti et 
al. [15] makes use of UPnP proxies. In addition to enabling 
UPnP services (this includes fine-grained services that 
would ordinarily be called “functions”) to be employed 
across subnets, each user’s device and service information 
is registered, making it possible for users to automatically 
use services depending on the context. Ubiquitous e-Helper 
[16] is a composable UPnP-based service platform for 
linking among smartphones. Each of these studies uses 
UPnP to link between devices, and contexts. At the same 
time, they do not go as far as to consider interruptions in 
tasks. 

The following are works that combine context-aware 
navigation and device linking: Task Computing [23] 
proposes a task-centric technology for supporting people in 
performing tasks using services in the user’s vicinity. In 
this study, human tasks are regarded as collections of 
services in nearby devices. In its implementation, however, 
the system first collects nearby services and then displays 
available tasks to the user based on these services. By 
contrast, in the system we propose, tasks are defined based 
on the user’s context and then services on nearby devices 
are collected to execute those tasks. To add to this, their 
research is focused on an ontology for service linking. 
Bidot et al. [24] proposes, and then discusses the 
implementation and evaluation of, a workflow-
management system in which workflows are created based 
on contexts and devices are controlled according to 
workflows. This system involves device ensembles. For 
example, to achieve the goal of helping a user relax at 
home, the system will control the lighting, as well as the air 
conditioning and a music player. UPnP is employed for 
this, and the Device Manager (DM) exists on household 
and other networks. This approach does not, however, take 
into account linking between the user’s handset and nearby 
devices when the user moves around. While these works 
share the same goal as our research, they differ in their 
implementation from the task-driven device ensemble 
(device collaboration) that we have originally proposed. 

Each of these works is focused on collecting contextual 
information and suggesting tasks for the user. In contrast, 
we are focused on what happens after a task is executed, i.e. 

multiplex interruptions that occur during a task and the 
recovery from these interruptions. These works also 
employ an ontology, whereas we do not. Generally 
speaking, the cost of constructing and maintaining an 
ontology is quite high, and therefore it can be said that our 
approach is more practical than these works. Table 1 
illustrates the characteristics of our approach and these 
works. 
 
Table 1: Comparison between our approach and the related 
works 

 

3 TASK-DRIVEN DEVICE ENSEMBLE 

3.1 Concept behind the Task-Driven Device 
Ensemble 

To support users in executing tasks, we have proposed a 
task-driven device ensemble in which the task at hand is 
first determined by the user’s context, and then devices 
necessary for that task are discovered and are linked 
together.  Figure 1 illustrates the concept behind the task-
driven device ensemble. 
 

 
Figure 1: Concept behind the task-driven device ensemble 

 
We presume that users will always be carrying with them 

handheld mobile devices such as smartphones equipped with 
multiple sensors. In the cloud, this sensor data can be 
combined with other environmental sensor data and 
abstracted in the user’s context. 

The task that best matches the user’s context is selected. 
A task administration mechanism manages the priority of 
each task and the functions required to execute tasks. Tasks 
for users to perform are defined in advance by the users 
themselves, or particularly in the case of fixed job tasks, by 
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a field manager. The task manager searches for devices in 
the user’s vicinity that feature functions needed to perform a 
task - if all the functions are discovered, the task is selected, 
devices that have the required functions are linked, and the 
task is executed. 

If multiple tasks can be executed given the functions in 
the devices, the highest priority task is selected and executed. 
If the task can be performed on the user’s handheld mobile 
device itself even without being linked to any nearby 
devices, there is no need for requested functions for the task. 
In such a case, the requested functions in the task definition 
table shown in Fig. 1 are defined as null. 

3.2 Proposed Task-Driven Device Ensemble 

We propose a task-driven device ensemble that allows 
multiplexed interruptions, in which it possible for the user to 
resume a previous task after encountering multiple task 
interruptions. In the workplace, in particular, there is 
typically a flow for tasks. At the same time, user task flows 
do not simply proceed in a linear order. Taking into 
consideration the priority of the tasks at hand, users may 
occasionally be interrupted during a task in order to perform 
a new task, only to return to the previous task upon 
completing the interrupting task. 

To implement such a system, we expanded a basic task-
driven device ensemble system, by adding a task state 
administration function to the task administration server. 
Figure 2 illustrates the task administration function added to 
the task administration server. If, during the execution of 
Task-2, a higher priority Task-1 arrives, the already-running 
Task-2 is put into interrupt mode and pushed onto the 
interrupt stack. Once Task-1 is complete, Task-2 is popped 
off the stack. This, in turn, enables multiplexed interruptions 
to be handled correctly. 
 

 
Figure 2: Task state administration for handling multiplexed 
interruptions 
 
    Figure 3 outlines the sequence whereby an already-
running application for Task-2 is interrupted by an 
application for Task-1. 
(1) When the start request message for Task-1 arrives, the 

task control compares the priority of Task-1 with the 
priority of Task-2, which at that moment is running on 
the user’s handheld mobile device (e.g. smartphone). 
Because Task-1 has a higher priority, the sequence 
proceeds to step 2. 

(2) The task control causes the function matching unit to 
determine whether the functions required by Task-1—
that is, Func-A and Func-B—can be supported by the 
devices nearby the user’s handheld mobile device. 

(3) The function matching unit sends a search request 
message to the user’s handheld mobile device’s device 
search/discovery unit. 

(4) To determine whether nearby devices can support the 
functions required by Task-1, the device 
search/discovery unit multicasts a UPnP search message 
to nearby devices. 

(5) Devices that are able to offer any of the needed 
functions respond to the search request message. 

(6) The device search/discovery unit sends the search 
results received from the devices to the function 
matching unit. 

(7) The function matching unit checks if Task-1 can be 
executed by those devices. In this case, it decides that 
Task-1 can be executed, and it notifies the task control 
of this result. 

(8) Before starting the Task-1 application, the task control 
sends a suspend request message to the task execution 
control on the user’s handheld mobile device in order to 
suspend the Task-2 application. 

(9) Upon receiving the suspend message, the task 
application execution control suspends the Task-2 
application. 

(10) The task application execution control sends a reply 
message informing of the Task-2 application’s 
suspension. 

(11)  After the Task-2 application has been suspended, the 
task control requests the start of the Task-1 application. 

(12) The task application execution control starts the Task-1 
application. 

(13) Task-1 is executed using device collaboration with the 
devices near the user. 

(14) Upon the completion of Task-1, the Task-1 application 
notifies the task application execution control of the 
completion. 

(15) The task application execution control sends the task 
control notice that Task-1 is complete. 

(16) The task control requests that the Task-2 application, 
which had been suspended by the Task-1 application, 
be resumed. 

(17) The task application execution control resumes the 
suspended Task-2 application. 

 

 
Figure 3: Sequential chart of task interruption control 
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The interworking between the task administration server 
and the user's handheld mobile device enables automated 
task switching, thus preventing users from forgetting to 
accomplish tasks, without additional burden to the user. As a 
user support system, it is ideal if user intervention can be 
kept to a minimum to minimize erroneous user operation, 
thus enabling appropriate task switching via the user support 
system. 

3.3 Benefit of the Proposed Task-Driven 
Device Ensemble 

The most prominent distinctive characteristic of our 
proposed concept is the comprehensive integration of 
context awareness, device collaboration and multiplexed 
task interruption. This comprehensive integration is realized 
in the following sequence: In addition to the user context 
(e.g. user location), device context (i.e. presence of the 
device in the user’s vicinity and its functions) are identified 
in the cloud.  Executable tasks and their priorities are 
identified according to these contexts along with task 
definitions, and multiplexed interruption control based on 
the highest-priority task is executed for the user’s handheld 
mobile device. The task is executed via collaboration 
between the user’s handheld mobile device and nearby 
devices. 

Device collaboration execution is enabled only when a 
device equipped with functions required to execute the task 
is available and present nearby the user – it can be difficult 
for the user to discern the appropriate timing for execution 
of device collaboration. In our proposed concept, by 
integrating device collaboration with context awareness, and 
leveraging the cloud to recognize device context and to 
request the user’s handheld mobile device to execute the 
appropriate task when device collaboration required for the 
task is possible, we enable the task to be executed with 
suitable timing, while eliminating the need for the user to be 
aware of device collaboration feasibility. 

During a particular task execution, if a separate higher-
priority task needs to be executed, the integration of context 
awareness and multiplexed task interruptions enables the 
system to prompt the user to execute the higher-priority and 
lower-priority tasks at their appropriate timing. In such a 
case, the data for the interrupted lower-priority task is 
preserved and stored, and execution of the lower-priority 
task resumes after completion of the higher-priority task, 
thus preventing the user from forgetting to complete the 
lower-priority task. 

As aforementioned, device collaboration is possible only 
when a collaborative device is available and present nearby 
the user. Therefore, if the collaborative device becomes 
unavailable (e.g. if the device is switched off) during the 
task execution, the task execution cannot be completed:  In 
this case, the task should be suspended, and meanwhile any 
other existing tasks that are executable should be executed 
and completed. This task control (i.e. task suspension and 
execution) that accommodates changes in device context 
during device collaboration is realized by the multiplexed 
interruption mechanism, and hence can be said to be a 

benefit resulting from the integration of device collaboration 
with multiplexed task interruption. 

4 PROTOTYPE SYSTEM 

We developed a prototype system based on the concept 
described in the preceding chapter, in order to evaluate its 
usability and practicality. This chapter is comprised of a 
description of the system design, implementation and a 
service scenario. 

4.1 System Requirements 

Requirements and quantitative objectives for the 
prototype system were set as follows: 
(1) Management of multiplexed task interruptions and 

resumption 
As described in the previous chapter, for the purpose of 
supporting human tasks, the system should be able to 
manage multiplexed interrupted tasks and then enable 
suspended tasks to be resumed. 
As a numeric objective, in view of the system’s 
practical use, it should be able to handle 20 multiplexed 
interruptions which is anticipated will be sufficient for 
use at nearly any feasible worksite or field. 

(2) Real-time task processing 
For reasons of usability and to enable a user-friendly 
and stress-free experience for users, the time between 
user operations and the delivery of device collaboration 
results should be within 2.0 seconds, comparable to the 
minimal average latency experienced when a TV is 
turned on by remote control. 

(3) Scalability for simultaneous task execution 
The task administration server handles numerous users’ 
handheld mobile devices, and processes the tasks of 
these handheld mobile devices simultaneously. 
Therefore, scalability is important. As a numeric 
objective, in light of practical considerations, each 
server should have a capacity of handling 10,000 users’ 
handheld mobile devices. 

 
For the system requirements and objectives, we have 

designed an implementation structure as described in the 
following section.  

4.2 Implementation 

Figure 4 illustrates the structure of the prototype system 
and Table 2 outlines the system’s hardware specifications. 
The system has been implemented using C++ for the nearby 
devices and Java for everything else. 

On the server side, the system consists of a context 
administration server and task administration server, and the 
device side consists of user’s handheld mobile devices and 
nearby devices. Each of these is discussed below. 
 
Context administration server 
The role of the context administration server is essentially to 
derive the user’s context from information collected by the 
user’s handheld mobile device and sensors in the user’s 
environment. With this said, our research is primarily 
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focused on the task administration server. Therefore, for the 
purpose of this study we have implemented a pseudo-
context administration server that only sends task start 
requests and receives task execution result notifications. 
 
Task administration sever 

The task administration server executes tasks at the 
request of the context administration server and sends 
acknowledgement of task execution results to the context 
administration server. The functions of the server are as 
follows: 
(1) Context event administration 

Upon receiving an event from the context 
administration server, this function will employ user 
information and task information to determine which 
users and tasks relate to the event. It will then send a 
notification to the user task state administration 
function containing information about the user and the 
executable task. To satisfy system requirement (3), a 
thread for processing the events is generated in advance 
for each user. This enables reduction of thread creation 
overhead that causes performance degradation when the 
tasks of numerous users’ handheld mobile devices are 
processed simultaneously. This also has a great effect 
on real-time task processing of system requirement (2).  

(2) User task state administration 
In accordance with each of the server’s event 
administration functions, this function manages each 
user’s task execution state, i.e. whether a user is 
executing a task or waiting to execute a task. To satisfy 

system requirement (1), it deploys the task state 
administration mechanism that was described in Figs. 2 
and 3 of Section 3.2. This will ensure that users can 
resume suspended tasks without fail, even when there 
are multiple interrupting tasks.  

(3) Task execution administration 
This function receives instructions from the user state 
administration function, issues search requests for 
functions needed by users’ handheld mobile devices, 
and issues requests for the execution, interruption and 
resumption of task applications. 

(4) Handheld mobile device event administration 
This function awaits events from user’s handheld 
mobile devices. Upon receiving an event, it will notify 
the user state administration function of the event. 

(5) Handheld mobile device communication control 
This function controls communications with users’ 
handheld mobile devices and sends/receives messages. 

(6) Timer administration 
This function manages timers when various kinds of 
requests are resent by the task execution administration 
function. 

 
Users’ handheld mobile devices 

Android smartphones were used for the users’ handheld 
mobile devices, and UPnP was employed for controlling the 
devices and searching for functions available on the devices 
and user handheld mobile devices. We used a UPnP library 
developed by Fujitsu for use with Android. The functions of 
the prototype user handheld mobile devices are as follows: 
(1) Task applications 

These are applications intended to support the execution 
of tasks. We developed applications based on a test 
scenario for supporting sales clerks at an electronics 
retail store. Details of the scenario are described in 
section 4.3. 

(2) Task application execution control 
This function awaits events from the user state 
administration function. Upon receiving an event, it will 
execute, suspend, or resume a task application, and then 
acknowledge the result. 

(3) Device/service search 
This function will use UPnP’s M-SEARCH to search 
for devices or UPnP services (functions for executing 
tasks) that have been specified by the task 
administration server. 

 
Nearby devices 

For this prototype, we employed a notebook PC as a 
nearby device. The implemented features are as follows: 
(1) Search response/advertisement 

Search response will respond to the user handheld 
mobile device if the searched service (functions) exists 
on the device. Advertisements will periodically 
multicast the services offered by the device. 

(2) Slide display service 
In terms of the UPnP services on our prototype, we only 
developed a slide display service. 
 

Table 2: Hardware specifications of prototype system 

Figure 4: Prototype system configuration 
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4.3 Service Scenario 

As illustrated in Table 3, we developed a task application 
to support sales clerks working at an electronics retail store. 
Because the purpose of our study was to perform a basic test 
with multiple task interruptions, we selected a relatively 
simple scenario. Even for more complicated scenarios, the 
process during multiplex interruptions will remain basically 
the same. 

We envision a work support flow for these applications as 
follows: 
(1) Store clerk A is replenishing merchandise (default state). 
(2) If a customer visits the store, the customer care task 

application will interrupt clerk A’s merchandise 
replenishment job. We assume that each customer can 
be identified by means of a store membership card, etc. 
Clerk A operates the customer care task application to 
access the customer’s information and then serves the 
customer. 

(3) If there is a display device available, such as a notebook 
PC, that can be used to explain a product, the task 
application for product explanation is executed and the 
previous customer care task application is interrupted. 
Clerk A operates the current product explanation task 
application and then gives an explanation using product 
sales slides shown on the nearby display device. 

 
Table 3: Task applications of prototype system 

 

5 EVALUATION 

We evaluated the prototype system for usability and 
practicality. This chapter discusses the system’s qualitative 
and quantitative evaluations. 

5.1 Qualitative Evaluation 

We confirmed that the implemented prototype operates 
with accuracy. Figure 5 is a screenshot of an actual user’s 
handheld mobile device.  It displays the various phases of 
the system’s operation. First, store clerk A is executing the 
merchandise replenishment task. Second, a customer arrives 
at the store, and the customer care task interrupts the 
previous task. Third, store clerk A serves the customer, and 
the explanation task interrupts the previous task. Last, the 
interrupted tasks resume in sequential order.  

This demonstrates that the task applications were 
executed properly and that transitions with multiple task 
interruptions worked well. 

As we focus on task administration in this research, we 
verified that the basic mechanism of the task administration 
was realized.  Specifically, we confirmed multiplexed 
interruption coupled with nearby device discovery required 
for a task execution, resumption of the interrupted lower-
priority task after completion of the higher-priority task, and 
task execution through collaboration between the user’s 
handheld mobile device and the nearby device. 

At this stage, we have not yet implemented functions 
necessary for the process prior to the task administration 
illustrated in Fig. 1 – in other words, sensor data collection 
via the sensors in the user’s handheld mobile device, 
generation of user context based on sensor data, and 
matching between the user’s context and task execution 
conditions. We intend hereafter to implement these 
functions and evaluate the practicality of our proposed 
concept in its entirety. 

 

 
(a)Merchandise             (b) Customer                  (c) Product 
 replenishment                     care                          explanation 

Figure 5: Screenshots of user’s handheld mobile device in 
prototype system 

5.2 Quantitative Evaluation 

In terms of quantitative objectives, we evaluated the 
prototype system for the number of multiplexed 
interruptions, processing time, and scalability. 
 
Number of multiplexed interruptions 

We estimated the number of possible multiplexed 
interruptions for the system. To accomplish this, we 
measured the elapsed time for multiplexed task interruptions 
(namely, the processing time required for interrupting and 
resuming) for each number of concurrent multiplexed 
interruptions. We then measured the time interval from 
when the pseudo-context administration server sends a new 
task execution notification, through the interruption of the 
previous task by the new task, and up until the screen of the 
newly executed task is displayed. 5 measurements were 
taken and averaged for each number of concurrent 
multiplexed interruptions from 2 to 20. Figure 6 shows these 
measurement results. 

This graph shows an average time between 1.9 to 2.3 
seconds for the entire range of measurement, despite 
variations in time intervals resulting from fluctuations in the 
handheld mobile device load due to wireless network traffic 
and other factors. These results indicate that, for up to at 
least 20 interruptions, the number of multiplexed 
interruptions does not have an impact on processing time. 
Therefore, the maximum number of multiplexed 
interruptions is at least 20. This, in turn, satisfies the 
quantitative objective for system requirement (1). 
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Figure 6: Elapsed time for task interruption 

 
Processing time 

We measured processing time in terms of usability. For 
this purpose, 2 kinds of time were measured: (1) the amount 
of time for handheld mobile device-side device 
collaboration to have an impact on practical usability; and 
(2) server-side task event processing time. 
    With respect to (1), we evaluated the operability of a task 
application running on the user’s handheld mobile device. 
To do so, using the product explanation task, we measured 
the time elapsed between when the user presses the slide 
control button and when the result of the designated slide 
control is actually displayed on the PC through the device 
collaboration. 
    Table 4 shows the average elapsed time after performing 
this operation 5 times. 

Although the slide show start time includes the time 
required for Adobe Acrobat Reader to launch and is 
therefore longer than other operations, all of the operations 
run in a sufficiently short enough amount of time. This 
confirms that the device collaboration mechanism works for 
users without any stress, and that this satisfies the 
quantitative objective for system requirement (2). 
 

Table 4: Elapsed time for device collaboration 

 
 

For (2), we evaluated the task-related event processing 
time of the task administration server, i.e. the server 
response time when responding to context changes, such as 
when task execution becomes possible, from the context 
server, as well as the task administration server response 
time when responding to operations on users’ handheld 
mobile devices. To do so, we measured the processing time 
of the task administration server while gradually increasing 
its processing load. The specific evaluation criteria are 
outlined below: 
(1) Task execution without interruption: 

Under the condition that there is no task application 
running in the user’s handheld mobile device, the time 
between the pseudo-context administration server 
requesting the execution of the merchandise 
replenishment task and the task administration server 
requesting that the user’s handheld mobile device 
executes the task. 

(2) Task execution with interruption: 

Under the condition that the merchandise replenishment 
task application is running in the user’s handheld 
mobile device, the time between the pseudo-context 
administration server requesting the execution of the 
customer care task and the task administration server 
requesting that the user’s handheld mobile device 
executes the task. 

(3) Task resuming: 
The time between receiving notice of the completion of 
the customer care task from the user’s handheld mobile 
device, up through notifying completion of the task to 
the pseudo-context administration server and sending a 
request to the user’s handheld mobile device in order to 
resume the merchandise replenishment task. 

 
Figure 7 shows the average time for each of the above 

processes, each of which was measured 30 times. 
Each processing time displays a slight upward trend on 

account of increased server load, but even the longest time 
was only 130 milliseconds. Therefore, it can be said that 
task execution and handheld mobile device processing can 
be performed in almost real time. 

This satisfies system requirement (2). Discrepancies 
between the processing times are considered to be due to 
differences between each of the executed processes. This 
graph also demonstrates that task interruptions require CPU 
power and that resuming tasks consumes the largest amount 
of CPU power. 

If searching for devices or services (functions) is 
performed prior to the execution of a task, the search time 
should be added to (1) or (2) in Fig. 7. According to UPnP 
specifications, the wait time for M-SEARCH must be 
greater than or equal to 1 second and should be less than 5 
seconds inclusive. As a result, this wait time is dominant, 
and in consideration of usability, it should be set to 1 second. 

 

 
Figure 7: Task event processing time of prototype system 

 
Scalability 

We evaluated the prototype system for scalability. For 
this purpose, we estimated (1) the capacity of the task 
administration server, and (2) the processing performance of 
the task administration server. 

With respect to (1), our prototype system consumes 
exclusively 1 thread per user. Therefore, the system capacity 
is equivalent to the number of threads that can be 
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simultaneously generated on the server. In the case of our 
prototype system, this number was 12,000. 

For (2), we measured the number of tasks that the task 
administration server was able to process in one hour while 
gradually increasing the server processing load. We defined 
the maximum server capacity to be the largest number of 
tasks possible before CPU utilization reached 80%. We 
measured processing performance for 2 scenarios: 1) The 
simplest single-task scenario, and 2) the most complicated 
3-task scenario. The single-task scenario only executed the 
merchandise replenishment task from Table 3. The 3-task 
scenario executed the 3 tasks and interruptions in the order 
listed in Fig. 5. 

The results are shown in Figs. 8 and 9. The number of 
tasks processed per hour was approximately 760,000 for the 
single-task scenario and 670,000 for the 3-task scenario. In 
both scenarios, only 1 task is processed at a time, so if a user 
were to perform each task in an average of 3 minutes, for a 
single user it would be possible to process 20 tasks in an 
hour. Therefore, the potential system capacity would be 
approximately 38,000 users for single-task scenarios and 
33,000 users for 3-task scenarios. This difference is 
considered to be due to the additional overhead required for 
task interruptions and resuming. 

The previous capacity estimate of 12,000 user threads is 
thought to be due to limitations in the settings of the Java 
programming language, which is used on the server. In any 
case, these results satisfy the quantitative objective for 
system requirement (3) of our prototype system. 
 

 
Figure 8: Task processing capacity for single-task scenario 

 

 
Figure 9: Task processing capacity for 3-task scenario 

6 CONCLUSION 

We proposed an expanded “task-driven device ensemble 
system” that supports user behavior, via seamless execution 
of user tasks despite multiplexed interruptions. We also 

implemented a prototype system envisioned to support store 
clerks at retailers, and evaluated the prototype system to 
verify that it indeed operates with precision as intentionally 
designed. Our quantitative evaluation results were: (1) 
Seamless execution of user tasks even with at least 20 
multiplexed interruptions, (2) Real-time processing within 
2.0 seconds via linked devices, and task processing time of 
less than 130 milliseconds in the task administration server, 
(3) Scalability of system capacity for at least 12,000 users 
per server. Our results verified that the implemented 
prototype system satisfied our requirements and objectives, 
and is sufficient for practical use. 

In our future works, we aim to achieve the following: (1) 
Increase system capacity, (2) System expansion to include 
operability with non-UPnP devices, (3) Conduct user-
derived/user-centric evaluation. For (1), although the system 
capacity of our current prototype system is dependent on 
and limited by the number of user threads that the system 
can simultaneously generate, to enable practical use, in 
future works we will eliminate this limitation by 
dynamically allocating one of the pooled threads to the 
requested event processing as needed. In regards to (2), we 
will target system operability that includes linking with non-
UPnP devices that are widely available. Regarding (3), 
although for this work our evaluations were primarily to 
verify our prototype system performance, in future works 
we intend to evaluate user experience and efficacies through 
field trials. 
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